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COMP 4632 

Practicing Cybersecurity: Attacks and Counter-measures 

Week 8 Lab Exercise 
Topic: Web Application Vulnerabilities 

Lab Objective 

In this lab, you will try to perform web application attacks. This will include simulated 

teaching lab and custom made application and aim at achieving the following objectives: 

 Understand HTTP and HTTPS protocol 

 Understand basics of web related programming language, such as Javascript, 

SQL 

 Identify web vulnerabilities 

 Exploit web vulnerabilities 

Task 1 – Install, Configure and Use Fiddler 

Fiddler is a free web debugging proxy which logs all HTTP(s) traffic between your 

computer and the Internet. Use it to debug traffic from virtually any application that 

supports a proxy like IE, Chrome, Safari, Firefox, Opera and more. 

 

Task 1.1 Copy and install Fiddler 

 Switch on the Windows 7 VM 

 Drag and drop the fiddler2setup.exe file into Windows 7 VM 

 Install Fidder by double clicking the installation file and following the 

onscreen instruction. 

 

Task 1.2 Configure Fiddler 

 

 Start Fiddler from the start menu or desktop icon 

 

 
 The left pane is a record of all HTTP(s) traffic that is passing through Fiddler, 

each of those are called session 

 Session details can be viewed in the Inspectors tab on the right pane once a 

session is being selected. 
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 Configure browser to use Fiddler as the proxy. First we need to check what 

port Fiddler is listening on. On the top menu bar, Tools  Fiddler Options  

Connections. You should see that Fiddler is listening on port 8888. You may 

also uncheck the option “Act as system proxy on startup” to avoid collecting 

too many traffic into Fiddler. 

 
 

 Configure browser to use Fiddler as the proxy. Depending on the browser you 

using, choose Options/Settings  Network/Connections  Proxy Setting. Set 

it to use 127.0.0.1 as the IP and use port 8888 for all connections. 
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 Verify that your browser traffic is passing through Fiddler. 

 

Task 1.3 Decrypting HTTPS traffic 

HTTPS (also called HTTP over TLS, HTTP over SSL, and HTTP Secure) is a 

protocol for secure communication over a computer network which is widely used on 

the Internet. HTTPS consists of communication over Hypertext Transfer Protocol 

(HTTP) within a connection encrypted by Transport Layer Security or its predecessor, 

Secure Sockets Layer. The main motivation for HTTPS is authentication of the visited 

website and to protect the privacy and integrity of the exchanged data. 

 

 Access any HTTPS website, such as https://en.wikipedia.org  

 View the session in Fiddler, an example is shown below 

 
 When you click to see details of a session, you should see a HTTP CONNECT 

request and not content can be seen. 

https://en.wikipedia.org/
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 When you click to see details of a session, you should see a HTTP CONNECT 

request and no content can be seen. 

 

 Enable HTTPS decryption in Fiddler, Tools  Fiddler Options  HTTPS, 

check the “Decrypt HTTPS traffic” option, then click OK and restart Fiddler. 

 
 Observe the difference when accessing the HTTPS site after using this decrypt 

option. 

 

Task 2 –Using Google Chrome DevTools 

The Chrome Developer Tools (DevTools for short), are a set of web authoring and 

debugging tools built into Google Chrome. The DevTools provide web developers deep 

access into the internals of the browser and their web application. Use the DevTools to 

efficiently track down layout issues, set JavaScript breakpoints, and get insights for 

code optimization. Similar tools are also available in other common browsers nowadays. 

 

Task 2.1 Accessing Google Chrome DevTools 
For basic information you may reference the following web pages 

https://developer.chrome.com/devtools 

 

To access the DevTools, open a web page or web app in Google Chrome. Either: 

 

https://developer.chrome.com/devtools
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 Select the Chrome menu Chrome Menu at the top-right of your browser 

window, then select Tools > Developer Tools. 

 Right-click on any page element and select Inspect Element. 

 The DevTools window will open at the bottom of your Chrome browser. 

 

The followings are some useful panels available in the DevTools: 

 Elements: Shows the DOM of the current page 

 
 Network: Display the details of HTTP requests and responses  

 Source: List the scripts used by the page and support debugging features such 

as breakpoints, watches, and etc 

 Resources: List the resources used by the current page, such as frames, 

cookies, and local storage 

 
 Console: Allow user to run - 

o Javascripts 

o Console API - https://developer.chrome.com/devtools/docs/console-api 

o Command Line API: 

https://developer.chrome.com/devtools/docs/commandline-api  

 

There are also some shortcuts for opening the DevTools: 

 Use Ctrl+Shift+I or F12 (or Cmd+Opt+I on Mac) to open the DevTools. 

 Use Ctrl+Shift+J (or Cmd+Opt+J on Mac) to open the DevTools and bring 

focus to the Console. 

 

https://developer.chrome.com/devtools/docs/console-api
https://developer.chrome.com/devtools/docs/commandline-api
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Task 2.2 Analyze web requests with DevTools 

 Open Google Chrome and DevTools 

 Browser to the main page of course web site by typing URL directly 

https://course.cse.ust.hk/comp4632/ 

 Go to Network panel, observe the requests sent when loading the course web 

site. 

 
o Check the order of the requests (why are they loaded in such order?) 

o There should be some requests in different colors, figure out why? 

 Select some resources from the bottom part of the Network panel and observe 

the requests/responses 

o Find one HTTP request header that does not exist when loading other 

web page (e.g. CSE home page) 

o Find the server type and version used by the server hosted the course 

web site 

 Keep the DevTools opened, and reload the course web site by pressing F5. Go 

the network panel of the DevTools again and identify the difference(s) in 

headers of HTTP requests and responses comparing to the 1st load. 

 Keep the DevTools opened, and browse to the “Lab Sheets” page by clicking 

on the hyperlink on the course web site. Go to the Network panel again and 

identify the difference(s) in headers of HTTP requests and responses 

comparing to the 1st load of the main page of the course web site. 

 

Task 2.3 Analyze and manipulate DOM with DevTools 

 Browse to the course web site with DevTools opened. Go to the Element tab 

of DevTools. 

 Pressed the magnifier button ( ) in the DevTools, and then put the mouse 

cursor on different elements in the page. Finally click on the left menu (in 

grey, see below picture) of the course main page. Observe the changes in the 

Element tab throughout the process. 

 
o What type of element is it? What attribute(s) does it have? 

https://course.cse.ust.hk/comp4632/
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 Right click on the HTML element representing the grey box in the Element 

panel. Add an extra attribute to change the color from grey to other color 

(Tips: CSS) 

 Use the Element panel to add 1 more item in the menu named “LAB 8 Task 

2.3 test” 

 Reload the page and see what will happen. 

 

Task 2.4 Try out other functions in DevTools 

 Browse to the course web site with DevTools opened. 

 Try the following tasks with DevTools: 

o Find the list of Javascript file used by the course web pages 

o Add a cookie to the web site in the browser 

o Use the Console panel to change the color of the grey menu box to 

green. 

o Emulate the behavior of Apple iPhone 6 Plus with DevTools (Find out 

how ) and reload the course web page. Observe the difference. 

 

Task 3 – Configure and Use WebGoat 

WebGoat is a deliberately insecure web application maintained by OWASP designed 

to teach web application security lessons. You can install and practice with WebGoat 

in either J2EE or WebGoat for .Net in ASP.NET. For this lab, we will use the J2EE 

version. In each WebGoat lesson, users must demonstrate their understanding of a 

security issue by exploiting a real vulnerability in the WebGoat applications. For 

example, in one of the WebGoat lessons the user must use SQL injection to steal fake 

credit card numbers. The application is a realistic teaching environment, providing 

users with hints and code to further explain the lesson. 

 

Why the name "WebGoat"? Developers should not feel bad about not knowing security. 

Even the best programmers make security errors. What they need is a scapegoat, right? 

Just blame it on the 'Goat! 

 

Task 3.1 Copy and start WebGoat 6.0.1 

 Download the WebGoat-6.0.1-war-exec.jar from the course webpage 

 Drag and drop the WebGoat-6.0.1-war-exec.jar file into Kali Linux 

 Start WebGoat 6.0.1 using the following command 
java –jar WebGoat-6.0.1-war-exec.jar 

 Access the WebGoat web interface via http://<kali_linux_ip>:8080/WebGoat/ 
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 Use the Webgoat User account to login: 

o Username: guest 

o Password: guest 

 

 
 

 

Task 3.2 WebGoat Lab – Http Basics 

 Power on the Kali Linux VM and the Windows 7 VM 

 Start Fiddler on the Windows 7 VM 

 Access the WebGoat web interface via http://<kali_linux_ip>:8080/WebGoat/ 

from the Windows 7 VM 

 Login with the Webgoat User account 

o Username: guest 

o Password : guest 

 Verify that your WebGoat traffic is passing through Fiddler 

 WebGoat Lesson – Http Basics 

 On the WebGoat menu, select General  Http Basics 

 



 

Page | 9 

 

 
 

 Follow the lab instruction and observe the web traffic in Fiddler 

 

Task 3.3 Modify HTTP Request & Response with Fiddler 

 Configure Fiddler to intercept request mode on the bottom tool bar 

   

 Try the Http Basics Lab again, you should see an HTTP session which request 

is intercepted by Fiddler 

 
 

 Go to the Inspectors tab on the right pane and locate your input 

 Modify your input and click “Run to Completion” 

 
 

 View the result in the web browser 

 To resume all other intercepted request without modifying any content, click 

“Go” button on the top tool bar. 

 
 You can also try out the intercept response mode by click on the bottom tool 

bar 
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Task 3.4 Analyze HTTP Request & Response with Fiddler 

 Configure Fiddler to non-intercept mode on the bottom tool bar (make sure 

there is no special icons  and ) 

 
 Close the browser completely. Reopen it and browse to the WebGoat 

application and log in. 

 Browse to some arbitrary items on the left menu. 

 Find out the followings in the logged requests and responses in Fiddler: 

o Server and version hosting WebGoat 

o Cookies involved in the WebGoat 

o Name some possible frameworks / libraries / technologies WebGoat 

might have used. 

o What are the HTTP methods used by WebGoat? In what situations are 

these methods used? 

o What are the parameter(s) used by WebGoat to specify what page to 

load? Where are these parameter(s) submitted to? 

 Find the last session for the page /WebGoat/service/lessonplan.mvc in Fiddler, 

right click on it and then choose Replay > Reissue Requests (or press R) for a 

few times 

  
The server should return requests with the same content. 

 Try to browse to a few other pages in the left menu. Observe the requests and 

responses for the page /WebGoat/service/lessonplan.mvc. The requests are 

usually the same but responses are sometimes different. Try to figure out how 

this could happen. 

 

 

 

 

 



 

Page | 11 

 

Task 4 – Web Application Vulnerabilities – SQL Injection 

In following tasks, we will walk through some of the common web application 

vulnerabilities. You are expected to understand the how to identify and exploit 

vulnerabilities in the WebGoat lessons with Fiddler. 

 

Task 4.1 SQL Injection 

 Start Fiddler on the Windows 7 VM 

 Access the WebGoat web interface via http://<kali_linux_ip>:8080/WebGoat/ 

from the Windows 7 VM 

 Login with the Webgoat User account 

o Username: guest 

o Password : guest 

 Verify that your WebGoat traffic is passing through Fiddler 

 

Task 4.1.1 Numeric SQL Injection 

 WebGoat Lesson – Numeric SQL Injection 

 On the WebGoat menu, select Injection Flaws  Numeric SQL Injection 

 
 Observe the normal operation flow of the application, also observe what 

information is being sent in the HTTP request. 

 Identify how many inputs/variables in the HTTP request 

 Try modifying the inputs/variables with characters which have special or 

semantic meaning in SQL statements. These characters includes ‘ “ ; =, e.t.c. 

 Observe the returned HTTP response and web pages. 

 Identify the vulnerable parameter 

 Try making hypothesis and test to see if it gets the expected outcome 

 Complete the lesson objective 

 

Task 4.1.2 String SQL Injection 

 WebGoat Lesson – String SQL Injection 

 On the WebGoat menu, select Injection Flaws  String SQL Injection 
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 Observe the normal operation flow of the application, also observe what 

information is being sent in the HTTP request. 

 Identify how many inputs/variables in the HTTP request 

 Try modifying the inputs/variables with characters which have special or 

semantic meaning in SQL statements. These characters includes ‘ “ ; =, e.t.c. 

 Observe the returned HTTP response and web pages. 

 Identify the vulnerable parameter 

 Try making hypothesis and test to see if it gets the expected outcome 

 Complete the lesson objective 

 How is the solution different from the one in Task 4.1.1? Why there is such a 

difference? 

 

Task 4.1.3 LAB: SQL Injection – Stage 1 

 WebGoat Lesson – LAB: SQL Injection 

 On the WebGoat menu, select Injection Flaws  Stage1: String SQL 

Injection 

 
 Observe the normal operation flow of the application, also observe what 

information is being sent in the HTTP request. 

 Identify how many inputs/variables in the HTTP request 

 Try modifying the inputs/variables with characters which have special or 

semantic meaning in SQL statements. These characters includes ‘ “ ; =, e.t.c. 
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 Observe the returned HTTP response and web pages. 

 Identify the vulnerable parameter 

 Try making hypothesis and test to see if it gets the expected outcome 

 Complete the lesson objective 

 

Task 4.1.4 LAB: SQL Injection – Stage 3 

 On the WebGoat menu, select Injection Flaws  Stage3: Numeric SQL 

Injection 

 
 Observe the normal operation flow of the application, also observe what 

information is being sent in the HTTP request. 

 Identify how many inputs/variables in the HTTP request 

 Try modifying the inputs/variables with characters which have special or 

semantic meaning in SQL statements. These characters includes ‘ “ ; =, e.t.c. 

 Observe the returned HTTP response and web pages. 

 Identify the vulnerable parameter 

 Try making hypothesis and test to see if it gets the expected outcome 

 Complete the lesson objective 

 

Task 4.1.5 SQL injection in PHP 

 

 Download 2 files from the course website, namely L8T415.php and 

L8T415.sql 

 Upload the L8415.php to your web server VM via FTP or other means, and 

placed it in /var/www/html/, as in previous lab sessions. 

 Make sure that mysql.php from previous lab is in the same directory as the 

L8T415.php 

 Connect to your database server and use the content of L8T415.sql to setup an 

additional table in your database. 

 Try to verify the access to L8T415.php from your client web browser. 

 Identify and try to perform SQL injection to enumerate information about the 

database, such as database version. 

 Enumerate the table and find hidden row or column. 
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Task 5 – Web Application Vulnerabilities – Cross-site Scripting (XSS) 

In this task, we will walk through some of the common web application 

vulnerabilities. You are expected to understand the how to identify and exploit 

vulnerabilities in the WebGoat lessons with Fiddler. 

 

Task 5.1 Cross-site Scripting (XSS) 

 Start Fiddler on the Windows 7 VM 

 Access the WebGoat web interface via http://<kali_linux_ip>:8080/WebGoat/ 

from the Windows 7 VM 

 Login with the Webgoat User account 

o Username: guest 

o Password : guest 

 Verify that your WebGoat traffic is passing through Fiddler 

 

 

Task 5.1.1 Stored XSS Attacks 

 WebGoat Lesson – Stored XSS Attacks 

 On the WebGoat menu, select Cross-Site Scripting (XSS)  Stored XSS 

Attacks 

 
 Observe the normal operation flow of the application, also observe what 

information is being sent in the HTTP request. 

 Identify how many inputs/variables in the HTTP request 

 Try modifying the inputs/variables with characters which have special or 

semantic meaning in HTML. Such as HTML tags <br>, <b></b>, <img>, 

e.t.c. 

 Observe the returned HTTP response and web pages. 

 Identify the vulnerable parameter 

 Try modifying the parameter with characters which have special or semantic 

meaning in HTML and Javascript. Such as <script>…</script>, onclick=””, 

onerror=””, e.t.c. 

 Try making hypothesis and test to see if it gets the expected outcome 

 Complete the lesson objective 
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Task 5.1.2 Reflected XSS Attacks 

 WebGoat Lesson – Reflected XSS Attacks 

 On the WebGoat menu, select Cross-Site Scripting (XSS)  Reflected XSS 

Attacks 

 
 Observe the normal operation flow of the application, also observe what 

information is being sent in the HTTP request. 

 Identify how many inputs/variables in the HTTP request 

 Try modifying the inputs/variables with characters which have special or 

semantic meaning in HTML. Such as HTML tags <br>, <b></b>, <img>, 

e.t.c. 

 Observe the returned HTTP response and web pages. 

 Identify the vulnerable parameter 

 Try modifying the parameter with characters which have special or semantic 

meaning in HTML and Javascript. Such as <script>…</script>, onclick=””, 

onerror=””, e.t.c. 

 Try making hypothesis and test to see if it gets the expected outcome 

 Complete the lesson objective 

 

Task 5.1.3 Cross Site Request Forgery (CSRF) 

 WebGoat Lesson – Cross Site Request Forgery (CSRF) 

 On the WebGoat menu, select Cross-Site Scripting (XSS)  Cross Site 

Request Forgery (CSRF) 
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 Observe the normal operation flow of the application, also observe what 

information is being sent in the HTTP request. 

 Identify how many inputs/variables in the HTTP request 

 Try modifying the inputs/variables with characters which have special or 

semantic meaning in HTML. Such as HTML tags <br>, <b></b>, <img>, 

e.t.c. 

 Observe the returned HTTP response and web pages. 

 Identify the vulnerable parameter 

 Try modifying the parameter with characters which have special or semantic 

meaning in HTML and Javascript. Such as <script>…</script>, onclick=””, 

onerror=””, e.t.c. 

 Try making hypothesis and test to see if it gets the expected outcome 

 Construct the required URL and script for this lesson. 

 Complete the lesson objective 

 

Task 5.1.4 Bypassing Filters on XSS 

 Create a folder named tempwww on Desktop of Kali Linux. Change directory 

into it and run a temporary PHP web server at TCP 8088 port rooted in that 

folder: 

 
mkdir ~/Desktop/tempwww 

cd ~/Desktop/tempwww 

php –S 0.0.0.0:8088 

 Copy the file L8T514.php to the tempwww folder 

 Browse the page http:// <kali_linux_ip>:8088/L8T514.php, you will see a 

simple form with a text area 

 
 Try to input any text in the box and observe the behavior of the PHP page. 

You may also check the PHP source code on the logic. 
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 A function is used to filter the inputted text 

 
 Try to bypass the filter by: 

o Case 1: using HTML DOM events 

o Case 2: Using only <script> elements 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

End of Lab 


